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Instructions

Welcome to Pizza Bits Expressions! To start the clones you click on the
“green flag,” which is located on the top left-hand corner next to the “red octagon.”
Once you do that, the sprites will begin to move to different places and to look
differently. The backdrops will randomly change to different colors. And a
soundtrack will play in the background while the clones are acting. There will be 6
different soundtracks, but each soundtrack will play twice, with a “forever loop.” If
you want to stop the clones and the soundtrack, then click on the “red octagon” on
the top left-hand corner next to the “green flag.” Also, if you want new information
numbers on the list, you may click the “green flag” which is located on the top
left-hand corner next to the “red octagon.” Also, if you click on the “green flag,”
the soundtrack will start to play again from the beginning. Hope you enjoy it and
have a marvelous day!



Sprites

> Pizza 1

> Located in the Pizza Sprite

> Acts to be a Pixelate Pizza with a
random pick from the list.

> Will appear on the stage with a random pick from the list
or the soundtrack of the beat.

> Pizza 2

> Located in the Pizza Sprite

> Acts to change Pizza’s color with a
random pick from the list.

> Will appear on the stage with a random pick from the list
or the soundtrack of the beat.

> Pizza 3

> Located in the Pizza Sprite

> Acts to move as a Mosaic Pizza with a
random pick from the list.

> Will appear on the stage with a random pick from the list
or the soundtrack of the beat.

> Yummy <3

> Located in the Expressions Sprite

> Acts to change the background color with a
random pick from the list.

> Will appear on the stage with a random pick from the list
or the soundtrack of the beat.

> Delicious

> Located in the Expression Sprite

> Acts to change the background color with a
random pick from the list.

> Will appear on the stage with a random pick from the list
or the soundtrack of the beat.



Pizza List #1

when clicked

delete all of Pizza List #1

delete all of Reader Pizza List #1 =
delete all of Pizza List #2 -

delete all of Reader Pizza List #2 =
createBitstring # bits: @

Make Pizza List #1

Make Pizza List #2

broadcast  showmeyowrstuff -

Once you click on the “green flag”, on the screen
“Pizza List #1” will appear. For the starting code for
“Pizza List #1,” it will begin as “define Make Pizza List
#1”. Under the “define Make Pizza List #1” it will start the
code “set as “George Boole” to 0” this block is a shortcut
of 0’s and 1°s. There will be another code to “set as “i” by
1”” meaning the variable shortcut of keeping track of what
row you are on in the list. It will have a “repeat until” so it
can run all the blocks inside but in a certain order. On the
inside side of the “repeat until” it will have a variable “i”
“greater than the length of the Bitstring”. Which the
“Bitstring” is another word to say a list of 0’s and 1’s but
there are only 2,000 of them. First of all, “Pizza List #1”
has 336 rows in one list. Which “repeats 3 times” as
“George Boole (0’s and 1’s).” That one row will have a
random number of 0’s and 1’s from the “Bitstring” list.
That is how it adds it to 0’s and 1’s in the “Pizza List #1”.
Which you can see that I added repeat 3, 6, and 9. Well,
it's the same thing, but the difference is that one row will
have 3 bits from the “Bitstring”. The next row will have 6
bits from the “Bitstring”. And the last row will have 9 bits
from the “Bitstring”. It will continue to repeat as 3 bits,
next 6 bits, next 9 bits until the 336 rows are finished and
are full of bits. And that is how “Pizza List #1” explains
the ways of coding.

define  Make Pizza List #1

caf George Boole = 1o .

w i+ 0@

repeat until i = lengthof Bitsiring

e @

set George Boole *  to  join  George Boole

change i+ by o

add | George Boole 1o Pizza Listil »
Reader Pizza List  George Boole

add Pzza#'s 10 Reader Pizza List #l «

5] EEI’JT_I:IE Boole = ti .
e @

set George Boole *  to  join  George Boole

change i= by o

add | George Boole 1o Pirza List#l «
Reader Pizza List  George Boole

add Pzza#'s 10 Reader Pizza List #1 =

s EEI’JT_I:IE Boole = (4] .
e @

set George Boole = to  join  George Boole

add | George Boole 1o Pizza List#l «
Reader Pizza List  George Boole

add Pzza#'s 10 Reader Pizza List #1 =

sef George Boole = o .

letter

letter

letter

of Bitstnng

of Bitstnng

of Bitsting




Pizza List #2

when clicked

delete all of

delete all of

delete all of

delete all of Reader Pizza List #2 =
createBitstring # bits: @

Make Pizza List #1

Make Pizza List #2

broadcast showmeyoursiuff =

Once you click on the “green flag,” on the
screen “Pizza List #2” will appear. For the starting
code for “Pizza List #2,” it will begin as “define
Make Pizza List #2”. Under the “define Make Pizza
List #2” it will start the code “set as “George Boole”
to 0” this block is a shortcut of 0°s and 1’s. There
will be another code to “set as “i” by 1” meaning the
variable shortcut of keeping track of what row you
are on in the list. It will have a “repeat until” so it
can run all the blocks inside but in a certain order.
On the inside side of the “repeat until” it will have a
variable “i” “greater than the length of the Bitstring”.
Which the “Bitstring” is another word to say a list of
0’s and 1’s but there are only 2,000 of them. First of
all, “Pizza List #2” has 429 rows in one list. Which
“repeats 3 times” as “George Boole (0’s and 1’s).”
That one row will have a random number of 0’s and
1’s from the “Bitstring” list. That is how it adds it to
0’s and 1’s in the “Pizza List #2”. Which you can
see that [ added repeat 2, 4, and 8. Well, it's the same
thing, but the difference is that one row will have 2
bits from the “Bitstring”. The next row will have 6
bits from the “Bitstring”. And the last row will have
8 bits from the “Bitstring”. It will continue to repeat
as 2 bits, next 3 bits, next 8 bits until the 429 rows
are finished and are full of bits. And that is how
“Pizza List #2” explains the ways of coding.

define  Make Pirza Lisl #2

el George Boole w10 .

length of  B#siring

Gepmge Boole » @ jon  George Booke

change i+ hyn

add

B

Geange Boole 10 Pirra List &2 =

Reader Pizra Liet | George Boole

add

L

Pizza#'s 10 Reader Picra List #2 -

Gaporge Boole * 10 .

repemo

Lt

Geoge Boole * @ jon  George Booke

change iw hyo

add

4

Geange Bople 10 Pizza List #2 =

Reader Pizra Led  George Boale

add

L

Pizrza #'s 0 Reader Pirra List 82 =

Gaprge Boole = 10 .

repemo

Lol

Geoge Boale = B jon  George Boalke

change i+ hyo

aid

+

Geange Boole 10 Pizza Lisl #2 =

Reader Pizra Let | George Boale

add

ey

Pizza#'s 10 Reader Pirra List #2 -

George Boole * 1o .

eller

wller

iy

al

al

al

Bitstring

Bitstring

Bitsiring




Raeder Pizza List #1

delete allof Reader Pizza List#l = R Moo Pz List il

sst  CGeorge Booke = i .

delete all of  Pizza List #2 -

delete all of  Reader Pizza List #2 =

createBitstring # bits:

Make Pizza List #1

Make Pizza List #2 set GeorgeBook * o join  George Boole  letter | of  Bitsting

add = George Boole to PizzaList#il «

Feader Pizza List  George Boole

Once you click on the “green flag,” on the screen “Reader
Pizza List #1” will appear. For the starting code for “Reader Pizza sl (R ' Reader Pl Listil -
List #17, it will begin as “define Make Pizza List #1”. It will then st Geoneeone + 1w ()
start the code like as we explain on “Pizza List #1”. Continuing
explaining, like we said that “Pizza List #1” has 336 rows in one
list. Well, also the “Reader Pizza List #1” has 336 rows. It will continue to repeat as 3 bits, next 6 bits, next 9 bits
until the 336 rows are finished and are full of bits. But we can see that we added a block called “Reader Pizza List.”
Let’s explain why the “Reader Pizza List” helps us convert bits by adding the 1°s and converting them as whole
numbers. Well, the “Reader Pizza List” of “Make a block” is “defined Reader Pizza List.” On the side of it has a
variable called, “Pizza Bits.” The first block of information in the “defined Reader Pizza List” would be “set Pizza
#’s to 0” meaning it will help the computer read, so it can convert and add the bits into whole numbers. The next one
is the “set Factor to 1” which divides the whole number to 1 so it can double-check if the computer read the bits
correctly. Then there is a “set Index” which another word for its variable “i”. Next is the, “set Index to the length of
Pizza bits” another word for “Pizza bits” is “Reader Pizza List.” This helps the computer read the “Index” to the
“Pizza List #1” of converting the bits to numbers, and placing those numbers to “Reader Pizza List #1.” The bits
there has a “repeat to the length of Pizza bits” because this understands how many times it should be repeated.
Because it depends on how many bits, and rows you have in the list. It can be counted many times you want without
you creating multiple lists. In the “repeat length of Pizza Bits”, in it, it has a block called, “change Pizza #’s by letter
Index of Pizza bits times Factor.” Meaning it will change numbers
by just grabbing the bits from row to row in the “Pizza List #1” to
the “defined Reader Pizza List.” And converting bits to numbers.

e ikl The next block has the “set Factor to factor times 2.” The “factor”
is 1 but it will times it by 2. And now the “factor” is a division of 2.

I e L o Once, that is done, now it converted the bits to numbers, then it

et Facor v 1w () will be divided by 2. And the last block in the “define Reader Pizza

List” is called, “change Index by -1.” That helps to covert the bits
of the negative number to convert it to a positive whole number to,
repeat length ol  Pizza hils “Reader Pizza List #1.” Now I look back to the “define Make Pizza
List #1,” I can see that we added, “add Pizza #’s to Reader Pizza
List.” It means that it sends it to the new List of “Reader Pizza List
#1.” And that’s how “Reader Pizza List #1” is done.

264 Index * 1o lengthol Pizza bis

change Pizza#s *+ by lener Index  of Pizzahbils

81 Factor = o Faclor - o

change Index = h-.ro
=



Reader Pizza List 2

delete all of Pizza List #1 -
delete all of Reader Pizza List #1 = define  Make Pirza Lisi #2
delete all of Pizza List #2
delete all of Reader Pizza List #2 =

createBitstring # bits:

Make Pizza List #1

i@

repeat unsl i = lengthol Bstring

recest (€D

w2l GeogeBoale v 1o jun  GeorgeBocle  keuer | ol Bitstring

Make Pizza List #2

Once you click on the “green flag,” on the screen “Reader sad (BEEoNE) 1o PizzaListiz -
Pizza List #2” will appear. For the starting code for “Reader Pizza pianer pea 11t (CRTEE
List #2”, it will begin as “define Make Pizza List #2”. It will then it D o recces Pizza st i «
start the code like as we explain on “Pizza List #2”. Continuing | =
explaining, like we said that “Pizza List #2” has 429 rows in one list. e @

Well, also the “Reader Pizza List #2” has 429 rows. It will continue
to repeat as 2 bits, next 4 bits, next 8 bits until the 429 rows are
finished and are full of bits. But we can see that we added a block called “Reader Pizza List.” Let’s explain why the
“Reader Pizza List” helps us convert bits by adding the 1’s and converting them as whole numbers. Well, the
“Reader Pizza List” of “Make a block™ is “defined Reader Pizza List.” On the side of it has a variable called, “Pizza
Bits.” The first block of information in the “defined Reader Pizza List” would be “set Pizza #’s to 0” meaning it will
help the computer read, so it can convert and add the bits into whole numbers. The next one is the “set Factor to 1”
which divides the whole number to 1 so it can double-check if the computer read the bits correctly. Then there is a
“set Index” which another word for its variable “i”. Next is the, “set Index to the length of Pizza bits” another word
for “Pizza bits” is “Reader Pizza List.” This helps the computer read the “Index” to the “Pizza List #2” of converting
the bits to numbers, and placing those numbers to “Reader Pizza List #2.” The bits there has a “repeat to the length
of Pizza bits” because this understands how many times it should be repeated. Because it depends on how many bits,
and rows you have in the list. It can be counted many times you want without you creating multiple lists. In the
“repeat length of Pizza Bits”, in it, it has a block called, “change Pizza #’s by letter Index of Pizza bits times Factor.”
Meaning it will change numbers by just grabbing the bits from row to row in the “Pizza List #2” to the “defined
Reader Pizza List.” And converting bits to numbers. The next block
has the “set Factor to factor times 2.” The “factor” is 1 but it will
times it by 2. And now the “factor” is a division of 2. Once, that is
done, now it converted the bits to numbers, then it will be divided by
2. And the last block in the “define Reader Pizza List” is called,
“change Index by -1.” That helps to covert the bits of the negative
sel  Facior * o o . .- « .
number to convert it to a positive whole number to, “Reader Pizza
se1  Index > o lengihol Pizza b List #2.” Now I look back to the “define Make Pizza List #2,” I can
see that we added, “add Pizza #’s to Reader Pizza List.” It means that
it sends it to the new List of “Reader Pizza List #2.” And that’s how
“Reader Pizza List #2” is done.

defime Reader Pirza List  Pirza bits

repeal lengthol  Pizza bils

change Pizza#s *+ by lener Index  of  Pizzabis

81 Factor = © Fador -~ o

change Index - h:.rﬁ
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Bitstring

“Bitstring” is a list of bits, bits of 0’s and 1’s.
P The number of bits that can have “2,000 bits” in the
delete all of Pizza List#1 v “Bitstring.” But how does the “Bitstring” work to
get that certain amount of bits it has? First, when
you click the “green flag” you can see the list on
your screen. But the code under the when “green
delete all of Reader Pizza List#2 v flag clicked” you can see a block under called,
“createBitstring # bits: 2000.” Well, the “2,000” was
our obligation to put the numbers of bits we wanted,
so we picked “2,000.” Are block “createBitstring
Make Pizza List #2 #bits: 20007 is taking us to the code “define
| createBitstring # bits: #bits.” That code is first “set
- Bitstring to blank,” but that blank is the meaning of
0’s and 1°s of its own for that specific code. Now it
says, “repeat #bits” meaning “2000 bits” for only, it cannot go beyond
“2,000 bits.” It repeats so that every time that you click on the “green flag” it
will change the bits, but it won’t go beyond “2,000.” In the “repeat” block,
there is a “set Bitstring to join Bitstring pick random 1 to 2000 mod 2.” That
means it's set to the “Bitstring” list, and it will join in as the number of 0’s
and 1’s. It has a “random pick” when starting this program all the time when
you click on the “green flag.” And “mod” is when it adds up the 1’s from the
bits of the “List Pizza #1 and List Pizza #2,” and get that total number in the
“binary” form numbers 0’s and 1’s. Once the computer has the total numbers
it will divide by 2 and it adds it up in the “Reader Pizza List #1 and Reader
Pizza List #2.” And that is the coding of a “Bitstring.”

delete all of Reader Pizza List #1 -

delete all of Pizza List #2 =

createBitstring # bits: gy

Make Pizza List #1

define createBitstring # bits:  #bits

Bitstring * to join  Bitstring pickrandmotu 2000 mnde




Soundtrack

when clicked
delete all of Pizza List#1 «

delete all of Reader Pizza List #1 w

creats chone of myself -
delete all of Pizza List #2
play sournd Dance Around - umtill done

delete all of Reader Pizza List #2 =
createBitstring # bits: @
Make Pizza List #1

fala Bizra | iat 49
Make Pizza List #2 play sound  Danc =|etirat until done

broadcast showmeyourstuff «

The code of the “green flag” in the last block is “broadcast create clone of  myself =
showmeyourstuff”’. Which activates to jump to the other codes called, play sound Dance Chill Out w  until done
“when it receive showmeyourstuff,” such as the soundtrack. Once it
jumps to there, it first “hides” the soundtrack but you can still hear the
soundtrack playing. In this code, it has “6 soundtracks” in total. Each of
them “repeats twice but forever.” For example, the first soundtrack is
called, “Dance Around.” Which “repeats 2 times” the soundtrack will
“play twice” but then play again “forever.” It will wait for 1 second for
the soundtrack to start, and to have the “clear graphic effects” to clear
the stage. Then it comes in the “create a clone of myself” which when it
adds the Pizza’s and expressions to show up on your screen. Now the
soundtrack comes in its way to give the audience good vibes, and cheer
just by looking at the background and hearing the soundtrack. Also, the
soundtrack of the beat can make the clones move or appear in different create clone of  myself -

create clone of myself -

play sournd =3 until domne

directions. Once the soundtrack is done, it will “clear graphic effects” so play sound  Video Game 2 w  until done
it won’t freeze and it will not be too much for the stage to handle. So it
repeats again but gives it 1 more second. So it will give the “clear
graphic effects” time to handle the cleaning of the stage. That’s
soundtrack reader code.

create clone of myself -

play sournd Cance Slow Mo = wntil done




delete all of Pizza List #1 -

delete all of Reader Pizza List #1 -
delete all of Pizza List #2 =
delete all of Reader Pizza List #2 =

createBitstring # bits: gy

Make Pizza List #1

Make Pizza List #2

Movement

You may be wondering, how the sprites cause it to move, I just
click on the “green flag.” Well, every time you click that “green flag,” it
will activate a signal to the other codes. As you can see the block on the
left-hand corner, you can see a block called, “when green flag clicked”
under there, there are a bunch of blocks of codes. Every time you click on
the “green flag” it will reactivate the codes but have a certain specific way.
You can’t see a block that says, “broadcast clone or any name” for that
clone. But you can see on the next screenshot, where the block says, “when
I start as a clone”. The clones are the sprites, and the sprites are the clones.
So it says it will show on the stage. Therefore, it has a “forever,” which
indicates the clone to move while the sound is playing and what the list has
chosen to where to move. Now there is an “If then else,” indicates and the
movements of the clones. Between the “If then,” it has a “pick random 1 to
2 equals to 1.” That means it's between the selections of “else.” I know
there are 3 of the same “If then pick random 1 to 2 equals 1.” But it fits
perfectly to the question to answer the four answers in the “else
statement.” In the first statement of “else” is “set Pizza Walk to item pick
random 1 to the length of Reader Pizza List #2 of Reader Pizza List #2
plus negative 2.” That means it is set as for the x-axis. It will have a

“random pick to 1 to from the list Reader Pizza List #2, and it adds up to negative 2,” but that

means it can go to the negative side of the x-axis. In the second statement of “else” is “set Pizza
Walk to item pick random 1 to the length of Reader Pizza List #2 of Reader Pizza List #2 plus
positive 2.” That means it is set as for the x-axis. It will have a “random pick to 1 from the list
Reader Pizza List #2, and it adds up to a positive 2,” but that means it can go to the positive side
of the x-axis. In the third statement of “else” is “set Pizza Wish” to item “pick random 1 to the

length of Reader Pizza List #2 of Reader Pizza List #2 plus negative 2.” That means it is set as for
the y- axis. It will have a “random number to pick 1 to from the list Reader Pizza List #2, and it
adds up to negative 2,” but means that it can go to the negative side of the y- axis. In the fourth
statement of “else” is “set Pizza Wish” to “item pick random 1 to the length of Reader Pizza List
#2 of Reader Pizza List #2 plus positive 2.” That means it is set as for the y- axis. It will have a

“random pick to 1 from the list Reader Pizza List #2, and it adds up to positive 2,” but means that
it can go to the positive side of the y- axis. And so that gives the sprites to get its movement on
the stage. Also, you have to know that your stage contains X and Y- axis, the X and Y- axis won’t
show but you have to add in the code. So the sprites or the clone can appear and make their move.
That’s the explaining code for movement.

2 [PizzaUis =l e (pick rndom () 0 ongihof Readir Plza Lt 2 = | of Pcntex Plealisdz =+

s | Pazawis= o sem | pickncom () 10 lengihof PesderPizaLisid - of Resder PEmlisaz = *

R - (TS @ Y cono recserinatiniz » ) of |ReaterPiezatiiz = |8




Pizza’s 1. 2. and 3

L e—— For this, we all know that it first starts as a,
“when I start as a clone”. Then the next block is
“show”, which shows the clones or the sprites. It
has a “forever loop” and also has the steps of the
movements as we explained previously. Alright,
there are 3 different types of pizza costumes. We
are going to explain “Pizza 1, then Pizza 2, and
e coor w etecity | poksdon e () ot Feste Puntatez v 8 eghol Reser P L2 then Pizza 3.” The first block says, “switch
P — costume to Pizzzaaaal”. That is in the first

pue ) v r Pmavn - | Prma block there because it has the plan information
for only that costume specifically, that is why
the “switch costume to Pizzzaaaal” is the first
one. Then the next block is “change pixelate
effect by pick random item 1 of Reader Pizza
List #1 to the length of Reader Pizza List #2.”
Meaning instead of the normal costumes, it will
also become “pixels” like 0’s and 1’s but in
square form. “Pixels” is like how it makes
humans eyes see it as a square form, but how it
is showing us in its form of computer style.
“Pixels” are like zeros and ones but places as squares in images. So, “costume Pizza 1” will pop out as “pixels”
meaning squares. Then it has a “pick random item 1 of Reader Pizza List #1 to a length of Reader Pizza List #2,”
meaning it allows to grab any numbers from “Reader Pizza List #1” to “change the pixels” to bigger or fewer
“pixels” on the “costume.” Now it has a “switch backdrop to random backdrops.” Which leads the “backdrop” to
change to any different “backgrounds” that we created in the “backdrop.” The “backdrop” can change with the beat
of the soundtrack. There is another block called, “glide 3 secs to x: Pizza Walk y: Pizza Wish,” which allows the
“sprite, costume, or the clone” to move to any position that you allow it to move on that stage. The “glide 3 secs”
means how fast or slow I want my costume to move? We pick 3 for the best move. Underneath the “glide 3 secs to
x: Pizza Walk y: Pizza Wish,” is another block called,” “clear graphic effects.”_“Clear graphic effects” means that it
“clears the costumes off the stage” so it won't go crazy with just the same “costume.” Also, this helps to give a
chance to the other costumes to appear on the stage. And that is for a “costume one”, all of the costumes are the
same thing but the difference is only on the, “change effect by, glide # secs, and costumes” are different, but it has
the same code._“Pizzzaaaal” is the costume, then the “glide is 3 secs,” and the “change effect is pixelate.”
“Pizzzaaaa2” is the costume, then the “glide is 2 secs,” and the “change effect color.” “Pizzzaaaa3” is the costume,
then “glide is 1 secs,” and the “change effect is mosaic.” Once the “Pizzzaaaa3” is done, it will “wait 5 seconds” to
start again. So it can have time to “delete these clones.” Meaning other words “clones are costumes,” that will clear
out the stage so it could start all over again with the “Forever Loop,” but they just keep going like a cycle. Giving
each costume a chance to shine on the stage. And that is how you do the “Pizzzaaaal, Pizzzaaaa2, and Pizzzaaaa3”
code for this program.

charge poelee v effec by  pick mndom -n.r.l Fasder Firss Lmi #3 » i enghol Fmsde: Pozs lis &1 »

waich becksiop o o Sackdran ®

wadich comiiemm io. Fiazasas? =

waich coatume o Firacasasd »

waich becksiop o o Sackdrag =

cimnge Mok v  afechy  pick edom -n.:f Ruscler Pirca Lisi @2 = o leegih ol Resder Fios Lxd 62 »

“Pizzzaaaal” “Pizzzaaaa2” “Pizzzaaaa3”

| k|
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Expressions

“Expression” is another “Sprite” but it is like the “pizza sprite,”
. it has the same acting, but it kinda has a different coding. First of all, I'm
m going to explain the top left-hand corner to the screenshot, then I will talk

about the bottom screenshot total expression coding. We all know when
you click on the “green flag” it will directly “broadcast
showmeyourstuff” once that is broadcast it will jump to “when I receive
showmeyourstuff.” Then it would jump to “hide,” so that “hides,” it, so it
Y won't show the actual leader from the Sprite to the stage. Then it would
L 2 ) jump in the “forever Loop,” then in the “forever loop,” it would have a
“create from myself” which they're going to use the costumes in that
clear graphic effects . . e .
specific sprite. Then it “waits 2 seconds” so it can let each costume go on
and shine itself on to the stage. It then will “clear graphics effects” on its
own while the two seconds are done then. “Clear graphic effects” helps
to delete the costume so there won't be too many costumes on stage and
helps by preventing it from being caused to freeze. That’s why I added

this code to help make the program look better and to act better. Now for the coding of “expression,” we
all know it will start as a, “when I start as a clone.” And the next block will be “show”, then the next
block will be the “movement” and then “forever loop” which we covered previously. Like we already
know these steps, then we are going to move on to the block called, “switch costume to yummy<3,”
which is another costume that will appear on the stage. Then the next block called, “go forward 100
layers.” We put that because this sprite is just words, and if you put words in the sprite it's hard to see it
during the stage. We place the words 100 layers forward, so we can be able to see the words clearly
without you forcing your eyesight. Next block we added, “change color effect by pick random item 1 of
Reader Pizza List #2 to the length of Reader pizza List #2.” This block makes a change in the costume
background, which is really nice and very cool. In what ways does the background color change? It
changes just by grabbing the “Read Pizza List #2” and make them into colors. The next block has a “glide
2 secs to x: Pizza Walk y: Pizza Wish.” Which is how fast and slow you want the costume to move. X and
Y it's what allows your costume to move on the stage. Lastly, it will take 2 seconds, so it can give it time
to act on the stage. Costume, “yummy<3 and Delicious” have the same code but have different on the
“glide # secs, go forward # layer, and costume.” And that last block, “delete this clone” is the reason so
the stage will not freeze and so there will not be too many clones appearing on the stage, which causes it
to freeze. This will repeat this process “forever” but with a specific order and time.

I hope you enjoy “Pizza Bits Expressions!”

switch costume 1o yummy <3 =

ga foreed - elncrm

change coke w  effectby  pick random 'lem°r.| Reater Pizza List#2 w  tn lengthof  Fesder Pizza List 42 w

gice () secstox: (Puzaalk | y: | Fizza Wish

switch castume 1o Delicous v

(4
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change ook = cfleciby | pickrandom iem () of Feader Pizza a2 « i lengihof  Feader Pizza List 42 =




